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1. ( 9 marks) Write C statements ( program segments only) of a program that reads the lengths of the sides of a triangle to find the nature of the triangle. You are required to only write program segments for the following tasks only and not the complete program.

Marks: $1+1+2+2+3$
(a) Declare variables $a, b$ and c of type float.

Solution: float $a, b, c ;$ No part marks
(b) Read a, b, c.

```
Solution: scanf("%f %f %f",&a,&b,&c); No part marks. % [a,e,g] are
also correct in place of %f.
```

(c) Check if a contains the largest value (larger than band c). If not, print an error message.

Solution: if(a<b) printf("Error: a not largest\n"); else if (a<c) printf("Error: a not largest\n"); Other version of logic possible. 1 mark if only one of the conditions are checked.
(d) Write a program fragment to check and print whether $\mathrm{a}, \mathrm{b}, \mathrm{c}$ form the sides of a valid triangle. Assume that a has a value larger than b and c .

(e) Print "acute", "right-angled" or "obtuse", depending on the type of triangle formed by the sides a, b, c. Assume a is the largest side.

```
Solution: if(b*b + c*c < a*a) printf("Obtuse triangle\n");
else if(b*b + c*c > a*a) printf("Acute triangle\n");
else printf("Right-angled triangle\n");
```

2. (7 marks) Complete the following $C$ program so that it computes the sum of the following series upto $n$ terms.
```
    1-\frac{\mp@subsup{x}{}{2}}{2!}+\frac{\mp@subsup{x}{}{4}}{4!}-\frac{\mp@subsup{x}{}{6}}{6!}+\cdots
/* Compute the sum of the series [ 1-X^2/2!+X^4/4!- ...] */
#include < stdio.h >
    int main()
    \{
        float x, sum, term;
        int i, n;
        printf("Enter the value of x and the number of terms to sum\n");
        scanf("%f%d", &x, &n);
            // Initialize values
            sum=1;
```

$\qquad$

```
            term=1;
```

$\qquad$

```
            for (i = 1; i < n; i++
```

$\qquad$

``` _)
            \{
                term = term * ((-1*x*x)/(2*i)*(2*i-1));
```

$\qquad$

```
                    sum = sum + term;
            printf("\n Sum = %f\n");
            return 1;
\}
```

3. (6 marks) Complete the following $C$ program which given an input string prints whether it is a palindrome or not.
```
#include <stdio.h >
int main() {
    char a[100];
    int i, j, length_a;
    printf("Enter the String(max length 100): ");
    // Read the string
    scanf("%s",a);
```

$\qquad$

``` ) ;
    // Compute the length of string a using a loop and store it in
    // length_a. Do not use any library function.
        for(i=0;i<100;i++)
```

$\qquad$

```
            if(a[i]=='\0') break;
```

$\qquad$

```
    length_a=i+1;
```

$\qquad$

```
    for (i = 0; i < length_a/2; i++) {
            if (a[i] == a[length_a-i-1]
```

$\qquad$

``` _)
                            continue;
            else {
                    printf(_"Not a palindrome\n" ) ;
            return 0;
            }
    }
    printf(_"String is a palindrome\n"
```

$\qquad$

``` );
    return 0;
}
```

4. (5 marks) Write C program statements in the blanks such that the following function returns the minimum element in the array a [ ] between indices start and end (both inclusive):
$1+1+3$
```
int minv_arr (int a[], int start, int end) {
    int temp;
    if( __start >= end
```

$\qquad$

``` ) // base condition
return
``` \(\qquad\)
``` a[start];
    else {
        // Make the recursive call and return the minimum element.
        // You are not allowed to use any loop
```

$\qquad$ temp=minv_arr(a,start,end-1); $\qquad$
$\qquad$ if(temp<a[end]) $\qquad$
$\qquad$ printf("Minimum is: \%d\n",temp);
$\qquad$ else printf(Minimum is: \%d\n", a[end]);
\}
\}
5. (10 marks) Write a program that takes as input $n$, followed by $n$ integer numbers and store them in an array A. It then calls a function which copies the distinct elements of array A to an integer array B so that array B contains all elements of A but does not repeat any element. For example, if A stores $\{17,2,17,19,5,2,9,9,8,2\}$, array B will contain $\{17,2,19,5,9,8\}$ after the function call. The program comprises of a main ( ) , the function makeset ( ) and the function check ( ) which is called by makeset ( ).

Marks: $3+5+2$
The function printarray ( ) is given which takes as input an array of integers $A$ and its length $n$ and prints the array.

```
void printarray (int A[], int n) {
    int i;
    for (i = 0; i < n; i++) printf ("%d ", A[i]) ;
    printf("\n") ;
}
```

(a) Write the function check ( ) which takes as input an integer $x$, an array $A$ and its size $n$. It should return 1 if $x$ is occurs in array $A$ and 0 otherwise

## Solution:

```
int check(int x, int A[], int n) {
int i;
for(i=0;i<n;i++)
if(a[i]==x) return 1;
return 0;
}
```

(b) Write the function makeset ( ) which takes as input an array of integers $A$, its size $n 1$, and an array of integers $B$, The function must copy the unique elements of $A$ into the array $B$ and return the number of elements in B, by making use of calls to the function check ( ) defined above.

## Solution:

```
int makeset(int A[], int n1, int B[]) {
int i,j=0;
for(i=0;i<n1;i++) {
if(check(A[i],B,j)==0)
B[j++]=A[i];
}
return j;
}
```

(c) Complete the function main ( )

```
int main ( ) {
    int A[100], int B[100] ;
    int i, nA, nB;
    scanf (``%d'', &nA) ;
    for (i=0; i<nA; i++)
        scanf (``%d'', &A[i]) ;
    // Call makeset
```

Solution: $n B=$ makeset ( $A, n A, B$ ) ;
printarray (A, nA) ; printarray (B, nB) ;
return 0;
\}
6. (11 marks) What will be printed when the following programs/ program segments execute? Write only the output that will be printed if the program is executed within the box.
Marks: $3+4+4$
(a) \#include <stdio.h>
int main()
\{
int i = 12, j, last;
while (i > 1) \{
j = 1;
printf("\%d: ", i);
while (j < i) \{
if ( $(\mathrm{i}$ \% j) == 0) \{ printf("\%d ", j); last = j;
\}
j++;
\}
i = last; printf("\n");
\}
return 0;
\}

## Solution:

```
12: 1 2 3 4 6
6: 1 2 3
3: 1
```

2 marks for guessing that, starting with 12 (counting down to 1 ), all factors for all numbers will be printed.
1 mark for printing all factors of 12 only
(b) \#include <stdio.h>
int main ()
\{
int $a[]=\{6,3,2,8\}$;
int i, j;
for (i $=0$; $i<4$; i++) $\{$
printf ("\%d: ", a[i]);
for (j $=0 ; j<4 ; j++)\{$
if ((a[i] \% a[j]) == 0) \{
printf ("\%d ", a[j]);
continue;
\}
if ((a[j] \% a[i]) == 0) \{
printf ("\%d ", a[j]);
break;
\}
\}
printf ("\n");
\}
return 0;
\}

## Solution:

```
6: 6 3 2
```

3: 6
2: 6
8: 28

2 marks for guessing that only factors, i.e.:
6: 632
8: 28
2 marks guessing only the first multiple:
3: 6
2: 6
(c) void serve (int num_tasks)

```
{
        static int server = 1;
        int taskid = 1;
        printf("Starting %d tasks\n",num_tasks);
        for (int i = 0; i < num_tasks; i++) {
            printf (Task %d - Server %d \n", taskid, server);
        server++;
        if (server > 5)
        server = 1;
        taskid++;
        }
        printf("Done\n");
}
int main ()
{
    serve (3);
    serve (4);
    return 0;
}
```


## Solution:

Starting 3 tasks
Task 1 - Server 1
Task 2 - Server 2
Task 3 - Server 3
Done
Starting 4 tasks
Task 1 - Server 4
Task 2 - Server 5
Task 3 - Server 1
Task 4 - Server 2
Done

2 marks for getting the structure:
Starting ...
task ... - server ...
Done
1 extra mark for correct task numbers
1 extra mark for correct server numbers
7. (7 marks) Consider the following functions:
(a)

```
int foo (int x, int y) {
    if (x < y)
                return x;
    else
            return foo (x - y, y);
    }
```

For each call below, indicate what value is returned:

```
foo (6, 13)
```

$\qquad$
$\qquad$

```
foo (37, 10)
```

$\qquad$

``` 7
``` \(\qquad\)

1 mark for 1st, 2 marks for 2 nd
(b)
```

void baz (int n) {
if (n <= 1)
printf ("\%d ", n);
else {
baz (n/2);
printf (", \%d <br>n", n);
}
}

```

For each call below, indicate what output is printed:
```

baz(4)

```

\section*{Solution:}
```

1, 2 \n, 4 \n
or
1, 2
4
No part marks

```
```

baz(30)

```

\section*{Solution:}
\(1,3 \backslash \mathrm{n}, 7 \backslash \mathrm{n}, 15 \backslash \mathrm{n}, 30 \backslash \mathrm{n}\)
or
1,3
, 7
,\(\quad 15\)
,\(\quad 30\)

No part marks
[Extra Page/ Rough Work]```

